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I. Introduction

Students in the class are required to work on a term project. You may work on the projects either
individually, or as a team of 2 students. Of course, a team of 2 students will do twice as more collective

work than an individual. The objective of the project is to gain more experience – outside of lectures/HW –

about electronic design automation (EDA) technologies in general, and modern logic optimization problems

in particular.
Projects can be of the following type:

• Take a well-defined CAD problem, study algorithmic solutions and implement it. It is okay if the
problem is “text-bookish.” However, this is not a very exciting option. Most core-technology solvers are
readily available in public domain, so it might make more sense to study applications of these CAD
implementations. However, I may still allow it if you have a solid justification to pursue this type of a
project.

• Take a contemporary research problem in CAD, and perform some preliminary investigations.

These investigations can be experimental and/or theoretical, or survey the available literature. Based

on the investigations, the team should propose a (justifiable) research direction. For many such problems,

it is not hard to perform a rudimentary implementation in existing tools such as with BDDs, or with
the ABC tool, and so on.

• Analyze some new and emerging areas in VLSI, SoC, embedded design, etc., and see if there is a need for

CAD/automation/optimization tools. Examples of such areas are: reversible/quantum logic, binarized

neural networks and their interpretations as circuits, logic design in integrated optics.

Applications may range from combinational circuits, sequential circuits, RTL designs, or any problem from

combinatorics that can be formulated using circuits, CNF (propositional logic) formulae, Boolean relations,

Boolean polynomials, etc. The technologies can be a mixture of symbolic computation, SAT and SMT solvers,
any variation of BDDs, And-Invert Graphs, or the more recent Majority-Inverter graphs, etc.

The project will require that you develop a CAD framework for synthesis and/or verification, conduct some

experiments with various tools, gain some experience about how CAD techniques are applied on practical

circuits/systems. You may also develop core synthesis engines (solvers), and benchmark their execution on

available circuits/designs. It is also possible to formulate your project around a theoretical investigation.

Keep in mind that this is a 1.5-month long class project, not a Master’s thesis. The choice of the project
is yours — remember, however, that I am the boss, and I will have the final say about your deliverables ,.
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II. Important Time-lines

Project time-lines are as follows:

1) Decide if you wish to pursue a team project or an individual one. My suggestion: If you are new

to this area, you should work as a team of 2. If you have prior experience in some aspects of

EDA/Verification, and you have some ideas of what you wish to explore, then you may pursue an

individual investigation. Feel free to use Canvas discussion board to scout for team members.

2) Schedule a first meeting with me either this week, or early next week. I will open up a Doodle poll

where you may sign up. This is important, we have to have this meeting.

3) We will discuss your interests and your project options, and I may help you with some reading materials,

tools, benchmarks, etc.

4) By March 9, you will submit a (potentially tentative) project title and 1-2 page(s) long abstract/summary

of your project investigations, based on our discussions.

5) By March 22, your project objectives should be finalized, and you should be working on it now.

6) Around the 10th of April, we will have 1 more meeting with each group to monitor progress.

7) Classes end Tuesday April 23. Our final exam is scheduled for Friday April 26. Exams end May 1.

Grades are due by May 14. Based on these deadlines, I am setting the final project submission deadline
as Friday May 3. The report, and any tools developed, will be due by 5pm on May 3. Details on project
submission will be sent out later.

8) We can have project meetings and consultations as and when required. So please do not hesitate to

request another meeting.

III. Project Options

In this section, I will provide you with some suggestions on what kind of projects you can work on. I am
also providing you with some references, which can be found on IEEEXplore or ACM Digital Library. From
the UofU network, you have free access to almost all of these papers. In case you cannot find any of these
references, contact me.

A. Two-Level Logic Synthesis

The obvious idea would be to implement an Espresso-Lite two level optimization tool. The boring
case would be to implement the vanilla branch-and-bound table covering version. Those who are good at
programming may actually consider Espresso-Lite using the unate recursive paradigm. For this version,
I can give you information on a very nice data-structure called the positional cube notation and how to

perform the co-factor and consensus operations on it. Details are also given in the textbooks [1] [2]. For

benchmarking, you could compare the quality of your tool’s optimization against Espresso’s.

You may also consider two-level encoding problems, such as Dichotomy-based Input Encoding Tool

(DIET), which uses the “multi-valued input” representation capability of Espresso to solve some interesting

problems. The main journal paper reference is [3].

These projects are least researchy, probably less intellectually challenging, and maybe these topics have lost
relevance. But they are somewhat non-trivial with regards to implementation. Honestly, these type of projects
are not something that I am very excited about.
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Zero-Suppressed BDDs (ZDDs): In the mid-90s, Shin-Ichi Minato discovered that BDDs are not that cool for
sparse combinatorial problems for characteristic sets. So he invented ZDDs which can be very powerful for

a whole bunch of logic optimization problems, such as unate cube set algebra [4], irredundant covers and

other combinatorial problems [5]. Fortunately, ZBDDs are already available as a library within the CUDD

[6] package. Why not implement some of the combinatorial optimization problems described by Minato in

his papers using CUDD?

B. Multi-Level Synthesis

The obvious project options:

• Implement kernel set computation, weak division and common subexpression extraction using the
algebraic model. Compare against SIS. Not so much fun.

• Implement simple disjunctive decomposition and Ashenhurst-Curtis decomposition using BDDs. Use
your decomposition engine as a complement to SIS.

• Implement the BDD-based Bi-decomposition system: try AND, XOR and MUX decompositions. Ev-

erything is given in the paper [7]. Implement these algorithms using the CUDD package.

We will study these topics in class from now onwards.

C. Boolean function decomposition using SAT and AIGs

Over the last few years, a new approach to scalable Logic Synthesis is emerging. This approach does not
use a functional representation as the data-structure for synthesis. Instead, a simplified representation of the

circuit called And-Invert-Graph (AIG) is used and the decompositions are derived using SAT solvers!

For example, suppose that you are interested in bi-decompositions of XOR-type (f(x, y, z) = f1(x, y) ⊕
f2(y, z)). Can such a decomposition with the given variable partition [(x, y); (y, z)] be identified? In [8],

the authors present the conditions of bi-decomposability in terms of a (UNSAT) QBF formula. Jiang et al [9]

[10] [11] derive the decomposition by translating the QBF into an equisatisfiable SAT formula, and then

analyzing its UNSAT core proof and Craig interpolant to identify the decomposed components.

While we will study these concepts of Boolean function decomposition in class [7] [8] [11] [10] [9] [12],

some bi-decomposition problems using AIGs and SAT can be explored as class projects. It turns out that

the AIG-based logic synthesis tool is already available to us, it is called ABC [13] and the full source code

can be downloaded from Alan Mishchenko’s website at http://www.eecs.berkeley.edu/~alanmi/abc/.

The journal paper [9] describes these concepts in more details.

D. Sequential Logic Synthesis

I’ll update this section later. Still trying to see if there is anything interesting for a class project option –
i.e. doesn’t explode in complexity.

E. Logic Synthesis for Approximate Computing

Approximate computing is a new paradigm in hardware design and there are applications in speech,
natural language and image processing that require design tools and technologies to realize them. Such
applications can tolerate a few errors in their outputs. For example, the implemented circuit may match

http://www.eecs.berkeley.edu/~alanmi/abc/
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the specification at all but a very few inputs. The task is to introduce a few errors (given an error bound)

so that the circuit can be further optimized for area, delay or power consumption. Not surprisingly, the
logic synthesis community has begun to study these problems. In fact, some of them have used SIS and
Synopsys design compiler to formulate the problems. How about you re-create one of these papers, i.e. study

their formulation and recreate their experiments albeit at a smaller scale. Start with [14]. There is also an

interesting PhD thesis [15] that you can look at. You don’t need to read the full thesis, just look at the

publications of Jin Miao (UT Austin), browse through the related references in [15] and pick a topic that

interests you.
Recently, there has been some interesting work from the research group of Prof. W. Qian of Shanghai

Jiao Tong University on Approximate computing. You can look at his publications at http://umji.sjtu.edu.

cn/~wkqian/index.html, under the publications tab. The following topics might be intriguing: Two-level

approx. logic synthesis [16], Multi-level approx. logic synthesis for area [17], same for delay optimization

[18], and while we are at it, how about approx. bi-decomposition of Boolean functions [19]?

F. Logic Design/Synthesis for Hardware Security

We usually optimize digital circuits for area, delay, testability, power, etc. Now a days, a new problem has
appeared – that of “secure computation”. So security is being introduced as a metric for circuit synthesis.
This is an emerging area of research, so there are not too many publications. If you are interested in browsing

through this problem, here is an overview paper [20]. I am looking for other related logic synthesis papers

in this area, so stay tuned for more info....

Another problem dimension is logic locking to avoid piracy. It is also a circuit design and logic synthesis/CAD

problem. If you are interested in studying this problem, here is a journal paper [21] that describes the problem

and gives a solution. For the class project, one could try to understand the concept of logic locking and
implement a simplified version of the logic locking algorithm. Of course, there are quite a few logic locking
techniques, a good list of references can be found in the same paper.

It looks like recently there have been SAT-solver based attacks on logic locking. So there are now publi-

cations, such as [22], trying to mitigate SAT attacks on such designs. On similar lines, there is approximate

deobfuscation of ICs [23].

These are the new, glamorous applications of logic synthesis, they are worth a look.

G. Synthesis of Rectification Patches for Buggy Circuits, or for Engineering Change Orders – using
Partial Logic Synthesis

When formal verification (equivalence checking) detects a bug in a design, it is required to rectify the

circuit at some nets. Instead of resynthesizing the whole design to correct it, modern approaches perform

logic synthesis locally (partial synthesis) at rectification target nets. This problem is similar to that of

synthesis for engineering change orders (ECO) – where an implementation needs to be minimally modified

to make it conform to an ECO-modified spec. The early work of [24] (which could be implemented with

BDDs) was revisited using SAT and Craig Interpolation based models in [25] [26] [27]. The latest paper on

this topic is that of [28].

These problems are not very hard, and these topics are very much doable as a class project!

http://umji.sjtu.edu.cn/~wkqian/index.html
http://umji.sjtu.edu.cn/~wkqian/index.html
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H. For those who studied Gröbner Bases with me

Only for those of you who studied Gröbner bases with me (Fall 2014 or 2017), I may have some interesting

topics for investigations. Primarily, these are related to building polynomial reduction algorithms f f1,...,fs−−−−−→+

r, using ZDDs or using AIGs. Here, f, f1, . . . , fs are Boolean polynomials where the coefficients are 0 or 1,

and x2 = x for all variables, and the computations are performed modulo 2. Therefore, these polynomials
resemble AND-XOR circuits.

My students have investigated the use of ZDDs to compute Gröbner bases [29] or to perform f
f1,...,fs−−−−−→+ r

[30]. Analogously, you could consider if such operations could make use of AIGs as the data-structure.

Actually, AIGs are not very efficient for XOR-dominated circuits. XOR-AND-invert graphs (called XAIGs)

[31] [32] or Majority-inverter graphs (MIGs) [33] might be more suitable. Maybe you could try to implement

such symbolic algebra procedures using XAIGs or MIGs? I think the libraries are available with us for use.

Why not use your past course (ECE 6745) to study the link to Logic Synthesis for Boolean polynomials

modeled over the ring F2[x1, . . . , xn] (mod x2i − xi), where F2 = {0, 1}.

I. Logic synthesis and CAD for emerging technologies

Most logic optimization techniques that we consider are geared toward static CMOS. Due to the limits
of CMOS scaling, the world is analyzing new, post-CMOS technologies for designing logic. These include
integrated optics, reversible and quantum computing, among others. Some of the problems that we encounter
in these technologies requires us to rethink the classical Boolean function model slightly. For example,
reversible logic circuits need to have same number of inputs and outputs, and every gate needs to be

reversible. See the work of Robert Wille at JKU Linz http://www.jku.at/iic/content/e289049. I also have a

copy of Robert’s thesis which has a good tutorial on reversible logic.

Similarly, in integrated optics, it is possible to build logical circuits using optical switches. But the
technology requires a special case of XOR decomposition – see my papers on Logic Synthesis for Integrated

Optics [34] [35]. Such problems can be formulated using K-maps, BDDs and SAT.

IV. Project Proposal Submission Guidelines

Each student, or group of students needs to submit a project proposal by March 9. The proposal should
be a 1-2 page document that should describe:

1) A tentative title of your project and the constituent team members.

2) The general topic area that you plan to study, and the core computational technologies that you wish

to employ. For example, are you interested in combinational circuit synthesis, sequential circuit or fun-
damental combinatorial optimization techniques? Will you learn algebraic models and their application
or will you use BDDs, SMT solvers, SAT solvers or a combination of these?

3) If you are interested in developing a core synthesis engine, say kernel extraction, then describe the

objective clearly.

4) If you have already refined/finalized the exact problem you wish to solve, then state the problem as

best as you can. If you only have a general idea of the problem, and plan to refine the exact problem
later with my help, it is okay to say so. But, do your best to narrow down the focus.

http://www.jku.at/iic/content/e289049
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5) Once the problem is described, what approach will you take to address your project. What topic areas

require further study and which papers will you refer to? Provide a (short/relevant) reference list.

6) What tools do you think you plan to develop, and if you already have some implementation ideas, you

should write about it.
7) Try to project a realistic time-line about tasks/milestones you have decided to accomplish.

8) Finally, there’s got to be a “division of labour” among the team-mates. Of course, each team member will

have to perform the same preliminary study so all of you understand the problem being addressed; but
when you get to implementation, not all of you have to do the same things. It is always good to agree
upon each team member’s responsibilities. It is okay to shuffle it around later based on any logistical
issues, but it is good to put it in writing so that fairness in the division of labour is maintained.

9) It would be good to reflect on these issues in your final report — whether or not the project turned out

to be the way you had planned it.

Do not worry if the proposal is not a very precise and mathematically clean document for now. Give it
your best shot. I will help you finesse it, and I am expecting that many of you will have to go through one
more iteration with my feedback to refine it. Good luck! ,.
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